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Кафедра ТЕХНИЧЕСКИХ СИСТЕМ КОНТРОЛЯ И УПРАВЛЕНИЯ

Отчет по лабораторной работе №1

**Создание персептронной нейронной сети применимо к задаче классификации символьных элементов**
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Лесной

2018

Цель работы: Изучить работу перцептронной нейронной сети, ознакомиться с правилом Хоба, добиться работы собственной перцептронной нейронной сети для классификации символьных элементов

Выполняемый код:

**import random**

**#Numbers(lect. vyb)**

**num0 = list('111101101101111')**

**num1 = list('001001001001001')**

**num2 = list('111001111100111')**

**num3 = list('111001111001111')**

**num4 = list('101101111001001')**

**num5 = list('111100111001111')**

**num6 = list('111100111101111')**

**num7 = list('111001001001001')**

**num8 = list('111101111101111')**

**num9 = list('111101111001111')**

**nums = [num0, num1, num2, num3, num4, num5, num6, num7, num8, num9]**

**#Five(test)**

**num51 = ('111100111000111')**

**num52 = ('111100010001111')**

**num53 = ('111100011001111')**

**num54 = ('110100111001111')**

**num55 = ('110100111001011')**

**num56 = ('111100101001111')**

**#weight**

**weight = []**

**for i in range(15):**

**weight.append(0)**

**#weght = [0 for i in range(15)] <- то же самое**

**#порог ф-и активации**

**bias = 7**

**#function ob die numer funf ist oder**

**def proceed(number):**

**#взвешенная сумма**

**net = 0**

**for i in range(15):**

**net += weight[i]\*int(number[i])**

**if (net >= bias):**

**return True**

**else:**

**return False**

**#return net>= bias <- nj ;t cfvjt**

**#уменьшение значений весов, если сеть ошиблась и выдала единицу**

**def decrease(number):**

**for i in range(15):**

**if(int(number[i])==1):**

**weight[i] -= 1**

**#увеличение значений весов, если сеть ошиблась и выдала ноль**

**def increase(number):**

**for i in range(15):**

**if(int(number[i])==1):**

**weight[i] += 1**

**#Traning**

**for i in range(100000):**

**option = random.randint(0,9)**

**proceed(nums[option])**

**if(proceed != 5):**

**if (proceed(nums[option])):**

**decrease()**

**else:**

**if not proceed(num5):**

**increase(num5)**

**#Outout**

**print(weight)**

**#test**

**print("0 ist funf?", proceed(num0))**

**print("1 ist funf?", proceed(num1))**

**print("2 ist funf?", proceed(num2))**

**print("3 ist funf?", proceed(num3))**

**print("4 ist funf?", proceed(num4))**

**print("5 ist funf?", proceed(num5))**

**print("6 ist funf?", proceed(num6))**

**print("7 ist funf?", proceed(num7))**

**print("8 ist funf?", proceed(num8))**

**print("9 ist funf?", proceed(num9), "\n")**

**#lernen**

**print("5 - 5?", proceed(num5))**

**print("5 - corrupted 5.1?", proceed(num51))**

**print("5 - corrupted 5.2?", proceed(num52))**

**print("5 - corrupted 5.3?", proceed(num53))**

**print("5 - corrupted 5.4?", proceed(num54))**

**print("5 - corrupted 5.5?", proceed(num55))**

**print("5 - corrupted 5.6?", proceed(num56))**

Предоставленные программе учебные данные

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | 001001001001001 | | |  | 111001111100111 | | |  | 111001111001111 | | |  | 101101111001001 | | |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | 111100111001111 | | |  | 111100111101111 | | |  | 111001001001001 | | |  | 111101111101111 | | |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | 111101111001111 | | |  | 111101101101111 | | |  |  |  |  |  |  |  |  |  |

Предоставленные программе тестовые данные

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | 111100111000111 | | |  | 111100010001111 | | |  | 111100011001111 | | |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | 110100111001111 | | |  | 110100111001011 | | |  | 111100101001111 | | |  |

Результаты выполнения программы:

![](data:image/png;base64,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)

Результаты работы: мы научились создавать простую перцептронную нейронную сеть и применять для ее обучения правило Хоба